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Abstract 
 

Modern cloud-based services offer free or low-costs content sharing with significant advantages for the 
users but also new issues in privacy and security. To protect sensitive contents (i.e. copyrighted, top secret, personal 
data, etc.) from the unauthorized access, sophisticated access management systems or/and decryption schemes have 
been proposed, generally based on trusted applications at client side. These applications, work also as access 
controllers, verifying specific permissions and restrictions accessing user’s resources. We propose secure bundles 
(S-bundles), which encapsulate a behavioral model (provided as bytecode) to define versatile standalone access 
controllers and encoding/decoding/signature schemes. S-bundles contain also ciphered contents, data access 
policies and associated metadata. Unlike current solutions, our approach decouples the access policies from the 
applications installed in the user’s platform. S-bundles are multi-platform, by means of trusted bytecode executors. 
They offer data protection in case of storage in untrusted or honest-but-curious cloud providers.      
 
1. Introduction 
 

Modern ICT frameworks offer to users several internet-based computing resources accordingly to the Cloud 
computing paradigm. Cloud applications include e-mail services, data storage, data sharing, social networking, and 
are consumed by heterogeneous classes of users, through different kinds of devices. On one hand, Cloud computing 
services deliver several advantages; on the other hand, they introduce new challenges especially on privacy 
preserving and data security.  

In fact, most of cloud applications are based on outsourced-services and rely on. cloud storage. This generally 
involves cloud providers, beyond the user domain, which have to be considered untrusted, generally honest-but-
curious [1,2]. Cloud services include also access control making data accessible only to authorized users. Several 
methods has been developed to perform access control managements [3], enforced by the user’s machine, or by the 
Cloud. They permit to define specific permissions and restrictions to the user that allow a fine-grain access to 
resources. On one hand, access control methods that are designed for in-house systems are not suitable for cloud 
computing applications (as above-mentioned, users and cloud servers are in different trusted domains [1]); on the 
other hand, cloud-based access control methods rely on trusted could providers. Crypto schemes are used to keep the 
outsourced sensitive data confidential. However, data will not be available, even to the legitimate user, when he tries 
to access them from a public device that does not support the specific crypto scheme.  
Another privacy issue, related to the data sharing services, is the unauthorized diffusion of sensitive data. When a 
sensitive content is shared with a limit number of users and, thus, downloaded by one of them (together the 
decryption key), it can be potentially diffused in a plain form and also consulted in the case of authorization 
revocation. Digital Rights Management (DRM) [4] systems employ mechanisms that allow preventing the 
unauthorized diffusion of contents. To get this target, they usually involve proprietary software [5-7] and/or 
hardware (Apple iPod, Amazon Kindle and Fire). However, Cloud services are offered to several classes of devices, 
including Personal Computers, smartphones, tablets, smart TVs, etc. Therefore, in order to deploy the above-
mentioned DRM mechanisms in different devices, a proper software have to be developed for each platform, with 
limitations about interoperability and portability. DRM systems also employ in some cases well-known crypto-
scheme and access control management that require a performing Internet connection. 

Sharing information implies data mobility from users’ devices to the cloud, forth and back. Furthermore, multiple 
copies of these data can be duplicated on multiple devices. Unlike existing access control mechanisms, our solution 
does not depend on crypto/access control capabilities implemented on the device or on the cloud platform. Our 
novel methodology associates cryptographic methods and access control rules to data. Our access policies move 
with data and work also on untrusted devices without specific hw/sw prerequisites. The only requirement is about a 



multi-purpose execution environment (such as a Java Virtual Machine), which is currently available for a large set 
of devices.  

We therefore propose to enclose data into intelligent security boxes, named bundles. These are indivisible entities 
that contain data, metadata, access rules and access logic. Using bundles, the access logic and metadata move with 
data as a second skin, and therefore are available no matter the used device. Multiple copies of the data will include 
all the relative metadata and access policy. 

In our typical scheme, the sensitive data file is encapsulated, in a ciphered form, into a unique bundle that is also 
Self-validating (S-bundle). Apart from ciphered data, S-bundle contains the access policies and the needed metadata. 
In Cloud storage environments the S-bundle can be stored in the outsource provider in place of a simple ciphered 
data file. Thus, when a user downloads a shared file, an S-bundle, that contains the requested content, is provided. 
Once the user executes it, S-bundle is able to verify the user credentials (that can be composed of a set of keys) and, 
in the case of positive verification, to allow user to access to data.  

With this scheme, the data stored in cloud servers are continuously protected from the unauthorized access. In 
fact, the sensitive contents are encapsulated into the S-bundle that uses a logical core to perform the access 
management. Moreover, the data confidentiality is assured as the data owner stores her/his sensitive data into the S-
bundle in an encrypted form. Thanks to the S-bundle, data remain protected even if they have been download and 
stored in untrusted user platforms. The S-bundle in fact continues to provide the access control to data whatever is 
the environment in which it is executed. 

The S-bundle solution fits the needs of cloud-based services and of digital rights management systems (DRM), 
which are used to hinder piracy and the uncontrolled diffusion of copyrighted contents. As a side effect, S-bundles 
also guarantee the “right to be forgotten” [8,9] making personal sensitive data no longer available when they are no 
longer needed for legitimate purposes [10]. 

The paper is organized as follows: section 2 presents related works while section 3 introduces the  self-validation 
approach, providing details about the S-bundle workflow. Section 4 provides a description of the S-bundle 
architecture and the procedure to build an S-bundle (S-bundle workflow) are described. Section 5 describes an 
implementation of self-validation system. Finally, Section 6 draws conclusions and future work.  

 
2. Related works 
 
2.1 Security in the Cloud 
 

Attribute Based Encryption (ABE) is a modern approach to guarantee privacy, security and access control in new 
ICT frameworks [11-14].  

ABE schemes are new types of Identity Based Encryption (IBE) [11,15] that use private keys whose capability to 
decipher the cipher-text depends on attributes assigned to users.  New classes of ABE consider also data access 
policies, which can be included into the user private key [12] or into the cipher-text [13]. In detail, in these ABE 
schemes the cipher-text and user private keys are issued considering a set of attributes and access policies. Users can 
decrypt a cipher-text with their key only whether their attributes satisfy the set access policies. With this approach, 
data are stored in ciphered form into the cloud providers and are accessed only by authorized users with a limited 
number of distributed keys.  

ABE scheme based on Cipher-text Policy (CP-ABE) [13] thus partially fulfills the features offered by our 
proposed approach in terms of access control to data but protect them until they remain in a ciphered form. Once 
sensitive data are deciphered, also unauthorized users can access them. 

 
2.2 DRM systems  
 

DRM systems guarantee compliance with the digital license in terms of access and usage rules. DRM prevents 
the diffusion of the unprotected versions of digital contents. For this reason, DRM systems are used in several 
commercial scenarios for selling, lending, renting and streaming of copyrighted contents of different types, such as 
eBook, games, multimedia, etc.. The DRM world is fragmented because of several standards (DTCP, MPEG-21, 
OMA, Marlin, etc.) [16-19] and property systems (Adobe Content Server, Apple Fairplay, Microsoft DRM, etc.) 
[21-24]. This has led to several ecosystems as previously mentioned, this limits system interoperability and 
portability.       



 
2.3 Right to be forgotten  
 

Internet users have to preserve their privacy that can be compromised by the uncontrolled dissemination of 
personal information, e-mails, pictures, videos. Controlling data access and maintaining a complete awareness about 
them is very difficult, once data are made available on the web.  

A technique to provide the right to be forgotten to user was proposed by Geambasu et al with a system called 
Vanish [25]. It exploit the global scale peer-to-peer infrastructure and Distributed Hash Tables (DHT) to map the 
nodes. Briefly, Vanish encrypts the user’s data with a key not know by the user and then destroys it locally. Thus, 
using a Shamir’s secret sharing approach [26], Vanish produces several pieces of the key and sprinkles them at 
random to nodes of the peer-to-peer networks. DHTs map the nodes that has a piece of key and change 
continuously. The DHTs are stored only in a limit set of nodes. 

After a certain time period, several pieces of the key will naturally disappear because of DHT nodes churn or 
cleanse themselves. When the number of loosed pieces is greater than the complementary (n-k pieces) of the needed 
minimum  number pieces (k) the key cannot be recovered. In this case, user’s data cannot be no longer decrypted 
and therefore they become unavailable.  

Unfortunately, Vanish has some vulnerabilities, faced by other systems, which are more robust against malicious 
attacks, such as SafeVanish [27] and Sedas [28].  

Our S-bundles natively support time-based access control by adding an expired date that has to be checked 
against a trusted network time protocol (NTP) server. In the case of unsatisfied time conditions, the S-bundle will 
not permit the access to the nested data.  
 
3. Self-validation approach 
 

S-bundles use a self-validation approach: data are able to self-protect themselves from unauthorized access and 
become inaccessible beyond a specific expired date. A sophisticated protection wrapper for the data includes several 
components. 
In our vision, S-bundles offer a secure and versatile standalone runnable access controller to data. They are able to 
guarantee protection of sensitive data when they are stored into external server providers or unsecure user 
environments. S-bundles enclose user’s data, crypto-schemes, access policies, and information related to 
authorization mechanisms. Despite the concept behind S-bundles is technology agnostic, they can be easily 
implemented using the Java technology. In facts, the Java virtual machine is the generic executor, and the bundles 
themselves are like jar files, containing both logic (the bytecode), user data and metadata (the Manifest file). 

S-bundles are intrinsically multi-platform because they rely on a standardized executor (in case of Java VM, it is 
likely already installed in the user platform) to be executed.  

Moreover, the content of the S-bundle (data, metadata and logic) is digitally signed and the details of the digital 
signature and digital certificates are also stored inside the bundle.   

Figure 1 describes the steps that an authorized user has to carry out to consume the desired contents in the case of 
the use of S-bundles.  

The user requests the desired content to the server provider that answers with the wrapping S-bundle. Once that 
user has the S-bundle, the data access logic is executed by the virtual machine executor and data are decrypted. 

Tamper resistance mechanisms should be adopted in order to certify that the virtual machine executor is trusted 
and the S-bundle has not been tampered. In order to validate the virtual machine executor, mechanisms derived from 
trusted computing solutions (un-tampered hardware and remote attestation) can be employed [29, 30, 31]. Other 
solutions should be oriented on dedicated chips and/or smart cards for the virtual machine executor [32, 33]. The 
integrity of the S-bundle can be instead evaluated through digital signatures verification. 

Therefore, once that the S-bundle is executed, first it will verify that the virtual machine is trusted and its 
integrity is not compromise.  

Afterwards (in the case of positive validation), S-bundle will ask for user credentials (or other access policies) 
and these are checked against S-bundle metadata.  The credentials can be composed of a proper set of keys, 
certificates, passwords, etc. The user can be obtained needed keys through different exchange channels (i.e. emails, 
sms, etc.), needed passwords through specific tokens (One Time Password) and needed certificates by proper cards.  

Whether the user credentials are valid, the S-bundle grants access to data.  
 



4. S-bundle architecture 
 

The self-validating bundle represents a protection wrapper in which user data, metadata, certificates and a logical 
core are encapsulated, The S-bundle architecture is depicted in Figure 2, showing four different components: a data 
folder, a metadata and information (meta-INF) folder, a certificates folder and a logical part.  

The data folder contains different types of user data (personal, copyrighted, etc.) and with different formats and 
extensions (.doc, .pdf, .jpeg, .avi, etc.). The flexibility offered by the S-bundle allows to manage different class of 
files and to define a proper protection to them according to their intended use. As you can note in the scheme of 
Figure 2, the data folder is represented in a ciphered form. The encryption of the data folder is essential to guarantee 
the protection of the user data when the S-bundle is stored in an honest-but-curious (for instance Cloud storage 
providers) or untrusted (for instance in the case of unauthorized diffusion) platforms. In fact, in this way the data 
contained into the S-bundle are accessible only with the proper credentials. The decryption of the ciphered data 
folder is performed by the same S-bundle in the case of an authorized access request. The used crypto schemes that 
can be employed to cipher the data folder are not specified, as they are considered flexible.  

 

 
           
The data owner is free to choose the crypto scheme that he desires before to generate the S-bundle. Of course, the 

choice of the crypto scheme involves the contents of other parts of the S-bundle, in particular the meta-INF and the 
logical part that have to contain the eventual crypto scheme metadata and decryption algorithm, respectively.  

 

Fig. 1 - S-bundle consuming flowchart 



The meta-INF folder is contained in the S-bundle in plain form and presents the needed metadata to perform all 
the S-bundle functionalities. In particular, a file (e.g. the MANIFEST.MF) of the meta-INF folder is dedicated to 
provide information about the crypto-scheme, the version of the S-bundle, the minimum version of the virtual 
machine executor, and other useful metadata.  

In other files (indicated in the scheme of figure 2 with first.xml, second.xml, etc.) information about the requested 
data and the applications that can open them are reported. In detail, they contain descriptions on the user data 
format, the enabled third-party applications and the attributes of the user data. In particular, this attributes offer 
details on the operations that an application can carry out on the data files. For instance, whether the attributes offer 
the only the data file reading, enabled applications will make available only this feature to the user (functionalities of 
file writing and/or file modifying will be inhibited). However, in order to assure the fair behavior of a third-party 
application, the latter should be trusted. If an untrusted or malicious application is run by the S-bundle for a data file 
viewing, users may have more features than how it should have available. In order to overcome this limit and thus to 
assure the data protection during the content consuming, S-bundles can integrate a trusted data viewer. In this case, 
functionalities offered by the viewer will follow set data attributes and users will be able to exploit only the proper 
available features. 

The logical part is the core of the S-bundle. In fact, it represents the S-bundle component that allows to 
accomplish features related to, integrity verification, access control, and content consuming. Thus, the logical part 
adds active tools to user data making them capable to self-protect themselves from unauthorized accesses and to 
establish the way in which users consume data files. These features represent an extension of data protection concept 
that is expressed not only with certificates to assure their integrity (S/MIME protocol with the extensions  .p7m, 
.p7c, p7s and .p10 [34]) but also with a logic that permits to perform an active control (S-bundle) to them. The 
logical part is made up with compiled codes (optionally obfuscated) and integrates several functionalities. They 
consist in a friendly Graphic User Interface (GUI), a component for the integrity verification and user credentials 
validation, a component for the data decryption and, finally, a component for the content viewing (that can be a 
third-party application or an application integrated into the bundle).   

 
 

 
When and S-bundle is executed the first step performed by the logical part is the virtual machine validation. As 

previously mentioned, it can be performed using mechanisms based on trusted computing that however will not 
treated in this work.  Moreover, the S-bundle carries out the integrity certification. It simply consists on the 
verification of digital signatures and certificates contained into the S-bundle. Whether the virtual machine executor 

 

Fig. 2 - S-bundle architecture 



is not trusted or S-bundle integrity is not confirmed, the logical part advises the user about inconsistencies and thus 
stops the S-bundle. Conversely, the GUI is launched. 

GUI is the first interface that users encounter after the execution of the S-bundle. It has the task of requiring the 
user credentials. The user will give these information by inserting text into proper text fields (such as IDs, 
passwords, One Time Password, etc.) or by providing the path for files that contain required certificates, keys and/or 
other identification data. A verification tool of the S-bundle will thus examine the inserted credentials. In particular, 
it will verify the identity, the access policies and the keys (inserted by the user). In particular, the keys will be used 
to perform the decryption process. The mechanisms for the access control procedures depend on the sharing 
typology, the crypto scheme, the access policy details and the key distribution methods. When user data are shared 
with only a user, to build the S-bundle is preferable, consider a crypto scheme based on asymmetric cryptography. In 
this case the data will be encrypted with the public key of the end user. In fact, through the private end user  key, the 
S-bundle will be able to identify the user, to decipher the data and to provide them in a plain form according to the 
set access policies (that can consider a limited number of access and an expired date).  

In the other hand, when the data sharing is oriented to more than one user, mechanism such as One Time 
Password, online user identification or other suitable solutions should be considered for the S-bundle. For instance, a 
symmetric cryptography can be used in these cases. However, a distribution key management have to be considered. 
Moreover, for the user identification other mechanisms should be employed such as an online user authentication 
(e.g. carried out by an external server with secure protocols).  

Novel encryption techniques introduced in Section 2.1 and called Attribute Based Encryption (ABE) [11-14], can 
be fruitfully used for access control and decryption mechanisms of the S-bundle. In particular, there are ABE classes 
that are capable to provide a fine-grained access control to resources. We refer to the Key Policy-ABE (KP-ABE) 
[12] and to the Cypher-text Policy-ABE (CP-ABE) [13]. In these ABE classes, the cipher-text and user private keys 
are issued considering a set of attributes and an access policy. So that a user can decrypt a cipher-text with her/his 
key only whether her/his attributes satisfy the set access policy. The attributes and the access policy can be 
contained into the cipher-text and the private keys, respectively (KP-ABE), or into private keys and cipher-text, 
respectively (CP-ABE).  

The S-bundle flexibility permits to use several alternatives for the access control and encryption schemes, 
without any pre-defined choice.   

The data decryption component of the logical part is composed of computer algorithms that depend on the 
crypto-scheme used for the data decryption and for the eventual access and identity control crypto-based. Generally, 
its complexity is related to crypto-scheme. The output of the data decryption component is data in plain form. The 
latter will be open to viewer tools allowing the user to consume it. As previously mentioned, the viewer tool can be 
external to the S-bundle or can be integrated in it. Attributes or licenses of use permits to define how the user can 
consume contents. Of course, in the case of viewer tool integrated into the S-bundle, the rightful use of contents 
from the user is easier to assure. However, integrating a viewer into the S-bundle can increase a lot its size (this 
depends on data files format). A third party application excludes this drawback but introduces a security issue 
related to its trusted behavior. Nevertheless, with a tool validation step (that may be carry out by the S-bundle), also 
in the case of third party application a fair use of data can be obtained. In order to get the tool validation, the S-
bundle have to perform a verification procedure to certificate that the version of the third party tool is trusted. This 
step can be performed with the aid of an external secure environment consulted by S-bundle, by means the Internet 
connection and by using secure protocols [29].  



 
 
4.1 S-bundle workflow 
 

In the section 3 we have introduced details on steps that a user should carry out in order to be able to consume a 
content in a self-validation scenario. We have also described that the main element of this approach is the S-bundle. 
In Section 2 we have described how the S-bundle is composed and what features makes available. According to the 
specifications introduced in Section 3, we can also present needed steps to generate an S-bundle, starting from data 
you want share. Figure 3 depicts the flowchart that describes how an S-bundle is build.  

A user that wants to encapsulate data into the S-bundle is able to exploit a wide range of  configuration settings. 
In fact, before the building of the final version of the S-bundle (with the signature), the user can select several 
settings: the crypto scheme, who can access to data (i.e. access policy), how contents have to consume (license of 
use), what viewer can be used to open data (that can be also integrated into the bundle). 

A proper S-bundle builder (S-builder) is provided to the user to aids her/him during the generation steps. 
Moreover, S-builder is capable to perform other functionalities such as the data encryption and (optionally) the key 
distribution. In particular, after a user defines the crypto scheme and the access policies, the S-builder will perform 
data encryption. Once data are encrypted, the user will be able to select the eventual key management. The same S-
builder will distribute keys to the end users only after that the S-bundle is signed.  

 

Fig. 3 - S-bundle building flowchart 



During the procedure to generate the S-bundle a user can also define what third party software will be enable to 
open user data. Alternatively, a user can also select to integrate a proper viewer into the S-bundle.  
 
5. Our implementation 

 
We have developed a first version of self-validation system that will be under further future improvements and tests. 
In particular, we have designed our self-validating bundle considering Java as programming language, for the 
functionalities that it offers in terms of portability, upgradability and for several available libraries privacy and 
security oriented.  Java Virtual Machine (JVM), used to execute java codes, is further widespread among users 
making most platforms ready to execute S-bundles. The crypto-scheme used for our implementation is the CP-ABE 
(presented in Section 2.1). This because it has remarkable features related on the fine-grained access control and 
needs reduced number of keys to be distributed.  
In CP-ABE [13] a universe U of attributes is considered. Moreover, from U, an access structure A is also defined in 
order to set the desired access policy. An authority issues user private keys (UKs) with the function 
Setup(PK,MK,U) where MK is the master key - that is kept hidden - and PK is the public key. Every UK is 
generated keeping into account attributes associated to the user. For the encryption procedure, that can be performed 
by each user, an access structure A has to be defined. A is a tree of nodes derived from desired logic relations (AND, 
OR, 2of3, etc.) between attributes of U. A message M can be thus encrypted with the function Encrypt(PK,M,A) that 
outputs the cipher text CT. In order to decrypt CT, the function Decrypt(PK,CT,UK) is used from users. In 
particular, the plain message M is outputs from Decrypt only if the user attributes (considered into the UK) satisfies 
the access structure A. A java version of previous CP_ABE functions are used in our implementation.   
Our S-bundle version is represented by a runnable .jar file in which is contained: a folder with .class files (logical 
part); a folder with ciphered user data and a folder with metadata (i.e. license of use, CP-ABE public key, etc.), 
signatures and certificates. In particular, the user certificates has been generated with the “keytool” functionality, 
made available by Java Runtime Environment. In the same way, in order to sign the .jar file and also to verify it, the 
“jarsigner” tool has been used. This tool is used to build and to sign S-bundles, and is also to verify S-bundle 
integrity.  
To build s-bundles we have encrypted data with the CP-ABE scheme with a specific number of access structures. 
We have also set the needed metadata, performed java codes obfuscation, encapsulated and signed S-bundles. The 
.jar file generated represents our version of S-bundle.  
The GUI developed for S-bundles allows users to insert the path of her/his CP-ABE private key. It also provides to 
users eventual advises derived from errors, security issues, etc. Having the user private key, the S-bundle logical part 
is able to decrypt data files and then to make them available to user (with limits defined in license of use). A viewer 
for text files is integrated into S-bundles whereas third party applications (already installed in the user platform) are 
used for the other classes of files. The S-bundle logical part protects the open files to prevent the user to store a plain 
version of them.  
The JVM validation is another important procedure to accomplished in order avoid possible attempts to compromise 
S-bundles. Nonetheless, we have chosen to do not developed this module for this first implementation in which JVM 
is considered trusted. As JVM, third party applications are considered trusted. Ad-hoc mechanisms for JVM and 
third party applications validation to be include into S-bundles will be investigated and developed in future works. 
However, the lack of these two modules does not compromise the concept of self-validation approach proposed in 
this paper.  

 
6. Conclusions 
 

We have presented an access controller based self-validation approach. The data are encapsulated in a wrapper  
(S-bundle) that is standalone, multi-platform, digitally signed, uses crypto schemes to cipher the data (selected by 
the user), optionally equipped with a tamper protection. It offers a logical part able to perform the access 
management, the data decryption and the managing of data consumption. Thanks the above-mentioned logical part, 
data are able to self-protect themselves from unauthorized accesses. A user that wants to access to data has to 
execute the S-bundle that with the logical part is able to verify the user credentials (id, password, keys, etc.), to 
decrypt the data (in the case of positive verification) and also to provide the data contents to the user according to 
the set license of use. Data can be opened with a third party application or with a viewer integrated into the S-



bundle. Software verification procedures are kept into account to validate the virtual machine executor and third 
party applications in order to assured their trusted behavior.  

Our approach represents a flexible and secure alternative to the current commercial solutions in every 
environment in which the security and privacy of the data is a main topic. Cloud computing and data sharing, 
electronic Health, Armed Force are just some examples of application scenarios.     
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